Implementation of the AutoComplete Feature of the Textbox Based on Ajax and Web Service
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Abstract—Textbox input is widely used on the web for user input. In order to provide convenience for the web users and increase the input efficiency, one can use AutoComplete feature with the textbox. AutoComplete feature predicts possible word matches for entries that begin with the prefix typed into the textbox without the user actually typing the whole word completely. This paper describes the design and implementation of an ASP.NET application based on AutoComplete Extender control from AJAX Control Toolkit. The textbox control is bound with the AutoComplete Extender and then web service is deployed to connect the database server that stores the possible words. User keystrokes are monitored and textbox input is completed based on first typed letters that match with data stored in database. An AutoComplete test program is developed and tested.
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I. INTRODUCTION

AutoComplete [1] is a feature provided by many web browsers, e-mail programs, search engine interfaces, source code editors, database query tools, word processors, and command line interpreters. AutoComplete enables the program to predict a word or phrase that the user wants to type in without the user actually typing the word completely. The word being typed can be easily predicted if list of words is stored in a database. AutoComplete speeds up human-computer interactions.

This article presents the design and implementation of AutoComplete application using AutoCompleteExtender from ASP.NET [2] AJAX [3] Control toolkit and is used to display and select possible matches for entries as user types in letters in a textbox control. We have also presented the design of the database using Microsoft SQL Server [4], to store and retrieve data as requested by other software applications [5]. Microsoft Visual Studio 2010[6] integrated development environment (IDE) is used to develop applications using C# programming language for the auto completion of the textbox.

II. COMPONENTS OF AUTOCOMPLETE APPLICATION

AutoComplete feature can be realized using widely used Ajax (Asynchronous JavaScript and XML [7]) web application development framework. The Ajax based web application model [8] is shown in the Figure 1.

![Ajax-based Web Application Model](image)

A. AutoCompleteExtender (Ajax Control)

AutoCompleteExtender from the Ajax control tool box can be bound with the asp.net textbox control in the web pages. The Ajax AutoCompleteExtender control can be configured to call the web method created inside a web
service. In response to data query, a web method can respond with the requisite data for the AutoComplete. AutoCompleteExtender attached to any TextBox control, will associate that control with a popup panel to display possible candidate words. These candidate words are provided by web service method that begin with the prefix typed into the textbox. The user can then select appropriate candidate words from the dropdown menu.

B. Creation of e Web Service

Web services [9] are components on a Web server that a client application can call by making HTTP requests across the Web.

ASP.NET Web services are called from client script that runs in AJAX-enabled ASP.NET Web pages.

One web method is created as a web service. A client script can be configured to call this web method.

Before the application of the web service, one can test the web service separately by running the web service on the internet explorer.

C. Database Server Deployment

Microsoft SQL Server 2000[10] is used to design the database: schoolinfo. The example database contains a single table tb_dept which stores the related data for AutoComplete. This table stores the information of the departments’ name of one school.

The structure of the table is shown in table I, where the deptName column is an indexable column.

<table>
<thead>
<tr>
<th>ColumnName</th>
<th>Data Type</th>
<th>Remarks</th>
</tr>
</thead>
<tbody>
<tr>
<td>deptID</td>
<td>int</td>
<td>Automatic Increase by 1,ID for table data</td>
</tr>
<tr>
<td>deptName</td>
<td>Varchar(30)</td>
<td>Department name,indexable</td>
</tr>
</tbody>
</table>

III. DEVELOPMENT OF THE PROGRAM

Dynamic applications [11] are applications that build content “on the fly” in response to request made. They can reflect the interaction result on the web between the client and the server. Visual Studio 2010 development tool is used to design the web page and publish one web service to fetch data from the database server. In order to implement Ajax AutoCompleteExtender control dynamic link library file the AjaxControlToolkit.dll from the Ajax control toolkit, is included in the ASP.NET bin folder.

A. Conceptual Software Architecture

The conceptual software architecture [12] is shown in Figure 2 and the architecture contains the following components:

- Database server [13], which serves the data storage, accepts the requests from the web service and sends the responses to the web service.

- Web server, which is realized by the configuration of the Internet Information Server (IIS), gets data directly from the web service. ASP.NET framework is used to develop web application which sends requests to the web service and accepts the responses from the web service and delivers data to the client (PC, Phone, etc.). The AutoComplete test program is deployed on the web server.

- Web service, which sends requests to the database server and gets the response of the data query result from the database, is responsible to get connected with the database server. It depends upon the Ajax extender, which is applied in the ASP.NET framework of the web server.

B. Web Page Design

The system is designed using With Visual Studio 2010. The source code of the autocomplete.aspx web page is shown in Appendix A and Figure 3 shows the layout of the autocomplete.aspx web page. It contains the following controls:

- an ASP.NET TextBox control for inputting department name
- an Ajax extensions control ScriptManager for managing java script codes and allowing the use of the Ajax Toolkit of AutoCompleteExtender
- an Ajax Toolkit of AutoCompleteExtender attached to an ASP.NET TextBox control to get AutoComplete behavior.
C. Publishing one Web Service

Web service WebService.asmx is added to the AutoComplete website and the source code for this web service is shown in Appendix A.

The web service [14] consists of getCompleteDept web method, which is invoked to get the department data from the database server.

One SQL clause: select dept_name from tb_dept where dept_name like "+ prefixText + "/%" order by dept_name is used to filter words from the database server. The like clause is composed of one constant string: prefixText and one wildcard character %.

Figure 4 shows the running of the web service and the execution of the web method getCompleteDept. As shown in Figure 5, the web method getCompleteDept needs two input parameters prefix Text (which is set to ‘Te’) and count (set to 10). The CALL button is pressed to test the web method and Figure 6 shows the test result with one xml [15] file containing the data fetched from the database server.

D. Test of the Program

The configuration of the IIS (Internet Information Services) [16] is shown in Figure 7, which contains autocomplete virtual directory. The autocomplete virtual directory includes the following web files:

- autocomplete.aspx
- autocomplete.aspx.cs
- WebService.asmx
- App_Code/WebService.cs
- bin/AjaxControlToolkit.dll and
- web.config

With the configuration of the web server and database server, the AutoComplete system is tested by populating table tb_dept with the sample department data shown in the Appendix B. The test result is shown in Figure 8 and Figure 9. After inputting 2 letters, the related data is shown automatically in a list from where one can select the appropriate item. As the user types the first alphabet, in the sample information system, i.e., the department name should be typed in, the words from the database are extracted and further narrowing down of words occur as user types more alphabets (shown in Figure 10).
Figure 5 Test of the web method in the web service

Figure 6 Testing result of the web method in the web service

Figure 7 The configuration of IIS

Figure 8 Test of the program (Before inputting 2 letters)
In this paper, we have discussed the design and implementation of the textbox autocomplete test programs. We have proposed a solution based on the web service [17], using Microsoft SQL server database and AutoCompleteExtender feature of Ajax toolkit control. A benefit to our approach is that with the realization of the autocomplete, the user input efficiency is highly improved and unnecessary spelling error can be avoided and human computer interactions [18] are strengthened.

The correct prediction of words depends upon the extensiveness of the database. Before providing the autocomplete function of the textbox input, we should initialize the table data of the database and make it cover almost the whole possible words.

This conceptual design framework can be easily integrated in any other web applications [19].

APPENDIX A  SOURCE CODES OF THE PROGRAM FILES

File: autocomplete.aspx

```xml
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml">
<head runat="server">
    <title></title>
</head>
<body>
    <form id="form1" runat="server">
        <div>
            <asp:ScriptManager ID="ScriptManager1" runat="server"/>
        </div>
    </form>
</body>
</html>
```

Department:  
| Technical Center | Technical Computation | Technical Consultation | Technical Division | Technical Engineering | Technical Support |
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using System;
using System.Collections.Generic;
using System.Linq;
using System.Web;
using System.Web.Services;
using System.Configuration;
using System.Data.SqlClient;
using System.Data;
[WebService(Namespace = "http://tempuri.org/")] [WebMethod] public string[] getCompleteDept(string prefixText, int count) {
    if (autoCompleteWordList == null) {
        SqlConnection conn = new SqlConnection();
        conn.ConnectionString = ConfigurationManager.ConnectionStrings["connstr"].ToString();
        conn.Open();
        SqlDataAdapter da = new SqlDataAdapter("select dept_name from tb_dept where dept_name like '" + prefixText + "+% order by dept_name", conn);
        DataSet ds = new DataSet();
        da.Fill(ds);
        string[] temp = new string[ds.Tables[0].Rows.Count];
        int i = 0;
        foreach (DataRow dr in ds.Tables[0].Rows) {
            temp[i] = dr["dept_name"].ToString();
            i++;
        }
        autoCompleteWordList = temp;
        if (conn.State == ConnectionState.Open) {
            conn.Close();
        }
    }
    string[] returnvalue = new string[count];
    returnvalue = autoCompleteWordList;
    return returnvalue;
}

APPENDIX B SAMPLE DATA FOR THE PROGRAM TESTING
Sample Data of the Table: tb_dept is shown in the table II.

<table>
<thead>
<tr>
<th>deptID</th>
<th>deptName</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Technical Division</td>
</tr>
<tr>
<td>2</td>
<td>Technical Engineering</td>
</tr>
<tr>
<td>3</td>
<td>Technical Computation</td>
</tr>
<tr>
<td>4</td>
<td>Technical Support</td>
</tr>
<tr>
<td>5</td>
<td>Technical Consultation</td>
</tr>
<tr>
<td>6</td>
<td>Technical Center</td>
</tr>
<tr>
<td>7</td>
<td>Finance Department</td>
</tr>
<tr>
<td>8</td>
<td>Finance Office</td>
</tr>
<tr>
<td>9</td>
<td>Finance Center</td>
</tr>
</tbody>
</table>
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