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Abstract: The trend of software development has changed from local to global software development (GSD) due to advances in information and communication technologies (ICTs). Despite of the benefits gained from GSD, vendors also face challenges during the integration of components developed by global teams in isolation. The objective of the current study is to find out the list of critical challenges/barriers (CBs) that obstruct the integration process at any stage. To achieve the objective we conducted a systematic literature review (SLR) and extracted the data from 88 papers found in six digital libraries. A total of 16 barriers were found among which 10 barriers are ranked as CBs. Some of the top ranked barriers are “Lack of Communication”, “Lack of Proper Documentation”, “Lack of Compatibility” and “Architecture Mismatch”.
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1. Introduction

The advances in information and communication technologies have changed the world in a global village. This has also changed the trend of software development from local to global software development (GSD). This revolution has some good reasons like reducing the cost, availing latest technology and experts, exploitation of 24-hours working day, showing presence in the global market, innovation and shared best practice [1]. In GSD not only the clients and vendors but the development team may itself be scattered at different geographical locations of the globe [2]. This geographical dispersion has also raised challenges like communication and coordination challenges, cultural and language differences, time zone differences, poor contract management and knowledge management [3]-[5]. These issues have also led to the technical and complicated issue of software components integration [6], [7].

The integration of software components is the most challenging and attention demanding phase in GSD environment [8], [9]. Integration is a vital phase in all types of software projects, whether the component are developed in-house or outsourced/purchased from the market as off the shelf (OTS) component [10]. It is important to explore what barriers stand in the way of successful integration and what factors ease and speed the integration process. Schneider et al. [7] point out that “areas like product integration have received surprisingly little attention”. Similarly Tekumalla et al. [6] state that “regarding the research on Integration of Components, we observed that the number of industrial case studies is not adequate enough to cover various issues associated with it”.

Despite the criticality of integration phase, it has got very little attention of the research community in GSD
environment. Little empirical research has been done on integration practices/solutions in general and for identifications of integration challenges in particular [7].

The main aim of our research work is to develop a software integration model (SIM) [11] to assist GSD vendors in successful and effective integration of software components/products. In order to bridge the gap and to ease the integration process in GSD environment, we have formulated the following research questions:

RQ1: What are the success factors, as identified in the literature, to be adopted by GSD vendors at various stages of the product integration, i.e. before, during and after the integration process in GSD environment?

RQ2: What are the challenges, as identified in the literature, faced by GSD vendors in product integration based on project size and product type?

RQ2-a Do the identified challenges vary from decade to decade?

The findings of RQ1 has been published in SNPD 2015 conference [12] while in this paper we have reported the findings of RQ2 supplemented by RQ2-a.

2. Background

Software integration means to assemble the separately developed components/modules into a bigger unit/subsystem or final working product/system. Many faults that remain hidden in the early stages appear during the integration stage or even worse in the verification/validation stages [13]. Thus it is very important to investigate the area of software integration to improve the overall software development process [14].

The literature shows that integration has not got enough attention of the practitioners and researchers [7], and the developers face the consequences in the form of challenges and barriers in the later stage during integration, delaying the overall project, increasing the cost while decreasing the quality of the final product [15]. The matter becomes more complicated in GSD environment where the teams develop software units independently without having the bigger picture in mind when these units will be integrated into one unit. Thus before embarking into the development of the software components/modules it is necessary to properly plan the integration strategy in advance [16].

Catako et al [17] in an empirical analysis have found that the main failure in product integration is the cross-feature interaction. The cross-feature interaction is a measure of architecture dependencies between two products features. The main limitation of this case study is that it was performed on a single system developed by only one organization.

Tekumalla et al [6] have conducted a SLR and concluded that certain areas of component based software engineering (CBSD), especially integration and testing, need to be investigated through industrial case studies and experiments. The numbers of industrial case studies are not sufficient and the issues design trade-off in integration of components and interaction and compatibility between components need to be thoroughly investigated.

Our analysis of literature shows that none of the studies have performed in-depth analysis of software integration challenges and their solutions. The purpose of our research study is to bridge this gap and to assist GSD vendors in effective integration of the components into a final product.

3. Study Design

We have conducted a comprehensive systematic literature review (SLR) [18] to obtain the results of the study. A SLR is used for the identification, evaluation and interpretation of all primary studies relevant to a specific research question or topic. It is a type of secondary study and up to some extent repeatable because it utilizes a well-defined methodology [18], [19]. There are three main phases of the SLR process namely,
planning the review, conducting the review and reporting the review. The planning phase of the SLR is the
development of the SLR protocol, which for this study was written, reviewed and has been published [20].

3.1. Search Strategy and Search

The data in Table 1 list the libraries that we searched and the number of papers found in each library. The
following search string has been used for searching through these libraries:

Search String: (("Software integration" OR "Product integration" OR "Component integration" OR "system
integration") AND ("Global software development" OR GSD OR "Global software engineering" OR GSE OR
"Distributed software development" OR DSD OR "Distributed software engineering" OR DSE) AND (Challenge
OR risk OR problem OR issue OR barrier OR trouble OR "critical factor" OR "key factor" OR "success factor").

Some search engines (Google scholar etc) recognize only 256 characters of the search string. For this
reason we have divided the search string into four sub strings whose details can be found in the SLR protocol
published in [20].

<table>
<thead>
<tr>
<th>S. No</th>
<th>Library Name</th>
<th>No. of publications found</th>
<th>Initial selection</th>
<th>Final selection</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Science Direct</td>
<td>185</td>
<td>13</td>
<td>07</td>
</tr>
<tr>
<td>2</td>
<td>ACM</td>
<td>195</td>
<td>23</td>
<td>11</td>
</tr>
<tr>
<td>3</td>
<td>Springer Link</td>
<td>205</td>
<td>15</td>
<td>05</td>
</tr>
<tr>
<td>4</td>
<td>IEEE eXplore</td>
<td>417</td>
<td>34</td>
<td>16</td>
</tr>
<tr>
<td>5</td>
<td>Google scholar</td>
<td>1031</td>
<td>163</td>
<td>88</td>
</tr>
<tr>
<td>6</td>
<td>Wiley online library</td>
<td>81</td>
<td>08</td>
<td>02</td>
</tr>
<tr>
<td>7</td>
<td>Using Snow Balling technique</td>
<td>80</td>
<td>80</td>
<td>43</td>
</tr>
</tbody>
</table>

Total Papers 2194, Initial selection 336, Final selection 172, Duplicate Papers 067, Net Total = (Total – Duplicate) 105

3.2. Inclusion/Exclusion Criteria and Quality Assessment

The publication selection in SLR process is mainly based on inclusion/exclusion criteria and quality
assessment of the publications, which for the current study is available in our SLR protocol [20].

3.3. Selecting Primary Studies

The papers selection for data extraction was performed in two steps. Firstly the papers were selected by
reading the title and abstract of the paper and this step resulted in 256 papers. Secondly we read the full
paper for final selection and got 63 papers as finally selected. After that we also performed the snowballing
technique [21], [22]. Thus our sample size was increased from 67 to 88 papers for data extraction and
identification of integration challenges.

3.4. Data Synthesis

Using the SLR guidelines we grouped similar factors and obtained a list of 16 challenges as shown in
Table 2 among which 10 barriers were ranked as critical barriers as shown by bold type fonts.

4. Results

In this section, we discuss the results and analyze the identified barriers to answer RQ2 and RQ2-a, as
mentioned in Section 1. The details are given in the following subsections.

4.1. Barriers/Challenges for Software Product Integration

To answer RQ2, we identified a list of 16 challenges/barriers, through SLR, as presented in Table 2. Among
these challenges, 10 challenges are decisive or critical challenges/barriers (CBs) shown in bold
fonts. The criterion for deciding a barrier to be critical is based on the percentage with which it has appeared in the sample of finally selected papers. If a barrier has got a frequency percentage >=30%, we consider it to be a critical one. Other researchers have also used the similar approach [23]-[25]. However, GSD practitioners may define their own criteria for deciding the significance of a barrier to be critical or not.

Table 2. List of Integration Challenges/Barriers

<table>
<thead>
<tr>
<th>S. No</th>
<th>Barriers</th>
<th>Freq</th>
<th>% (n=88)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Lack of Communication</td>
<td>36</td>
<td>41</td>
</tr>
<tr>
<td>2</td>
<td>Lack of Proper Documentation</td>
<td>34</td>
<td>39</td>
</tr>
<tr>
<td>3</td>
<td>Lack of Compatibility</td>
<td>32</td>
<td>36</td>
</tr>
<tr>
<td>4</td>
<td>Architecture Mismatch</td>
<td>31</td>
<td>35</td>
</tr>
<tr>
<td>5</td>
<td>Lack of Integration Planning and lack of Management</td>
<td>29</td>
<td>33</td>
</tr>
<tr>
<td>6</td>
<td>Heterogeneous Development Environment and Platforms</td>
<td>28</td>
<td>32</td>
</tr>
<tr>
<td>7</td>
<td>Improper/No unit testing</td>
<td>28</td>
<td>32</td>
</tr>
<tr>
<td>8</td>
<td>Wrong OTS Product selection and customization</td>
<td>27</td>
<td>31</td>
</tr>
<tr>
<td>9</td>
<td>Lack of Resources, Knowledge and Skills</td>
<td>26</td>
<td>30</td>
</tr>
<tr>
<td>10</td>
<td>Lack of proper Component Interfaces</td>
<td>26</td>
<td>30</td>
</tr>
<tr>
<td>11</td>
<td>Unclear responsibilities</td>
<td>13</td>
<td>15</td>
</tr>
<tr>
<td>12</td>
<td>Configuration and Versioning complexity</td>
<td>13</td>
<td>15</td>
</tr>
<tr>
<td>13</td>
<td>Lack of common understanding of requirements</td>
<td>11</td>
<td>13</td>
</tr>
<tr>
<td>14</td>
<td>Timely availability of Components</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>15</td>
<td>Big bang integration</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td>16</td>
<td>Lack of common development process</td>
<td>5</td>
<td>6</td>
</tr>
</tbody>
</table>

4.2. Decade Wise Comparison of the Success Factors

To answer RQ2-a, we have divided the search period in two decades i.e. from 1994 to 2003 and from 2004 to 2013. It should be made explicit that we have put no date boundaries on our search process but we did not find any relevant paper before 1994. The number of publications found in each decade is presented in Table 3.

A linear by linear association Chi-square test has been used to find the significance difference in the barriers, if any, between the two decades. The linear by linear association Chi-square test is considered more powerful than Pearson’s χ² test [26].

The data in Table 3 shows that integration has got the attention of researchers more in the second decade than in the first one with the revolution of GSD and its increase effect on the integration process and its associated challenges. The wide spread use of GSD process has brought new barriers and challenges associated with integrating the components developed by these GSD teams. A comparisons of each barrier based on the two decades is presented in Table 4.

Table 3. Decade Wise Breakup of Publications

<table>
<thead>
<tr>
<th>Decade</th>
<th>Frequency</th>
<th>Percentage</th>
</tr>
</thead>
<tbody>
<tr>
<td>1994-2003</td>
<td>21</td>
<td>24%</td>
</tr>
<tr>
<td>2004-2013</td>
<td>67</td>
<td>76%</td>
</tr>
</tbody>
</table>

The frequency percentage of each barrier in the corresponding decade shows that the barrier “Lack of Communication”, “Lack of Proper Documentation”, “Improper/No unit testing”, and “Lack of Resources, Knowledge and Skills” are the challenges whose intensity has been increased in the second decade with increase in GSD process. While the barriers “Lack of Compatibility”, “Architecture Mismatch”, “Heterogeneous Dev: Environment and Platforms”, “Wrong COTS/OTS Product selection and customization” and “Lack of proper Component Interfaces” are challenges whose intensity has been decreased in the second decade as compared to the first decade. One reason for this may be that these
barriers are not only related to GSD environment but also relevant to local development and they may have
got maturity with the passage of time. The barrier “Lack of Integration Planning and lack of
Management” (with 38% frequency in the first decade and 31% frequency in the second decade) have
almost got the same importance in both decades as the lack of both planning and management creates
problems during the integration stage. The two barriers “Lack of Proper Documentation” and “Wrong
COTS/OTS Product selection and customization” have significant difference in the two decades. The first
one may have got more importance with GSD environment while the second one may have got maturity
with the advent of component based software engineering (CBSE) in the second decade. We suggest further
research for finding the reasons behind this significant difference.

<table>
<thead>
<tr>
<th>Critical Barrier</th>
<th>Decade 1 1994-2003 (n=21)</th>
<th>Decade 2 2004-2013 (n=67)</th>
<th>Chi-square test (linear-by-linear association)</th>
<th>(linear-by-linear association) α = 0.05</th>
</tr>
</thead>
<tbody>
<tr>
<td>CB1 Lack of Communication</td>
<td>07</td>
<td>29</td>
<td>0.647</td>
<td>1</td>
</tr>
<tr>
<td>CB2 Lack of Proper Documentation</td>
<td>04</td>
<td>30</td>
<td>4.413</td>
<td>1</td>
</tr>
<tr>
<td>CB3 Lack of Compatibility</td>
<td>11</td>
<td>21</td>
<td>3.023</td>
<td>1</td>
</tr>
<tr>
<td>CB4 Architecture Mismatch</td>
<td>11</td>
<td>20</td>
<td>3.516</td>
<td>1</td>
</tr>
<tr>
<td>CB5 Lack of Integration Planning and lack of Management</td>
<td>08</td>
<td>21</td>
<td>0.326</td>
<td>1</td>
</tr>
<tr>
<td>CB6 Heterogeneous Dev: Environment and Platforms</td>
<td>09</td>
<td>19</td>
<td>1.532</td>
<td>1</td>
</tr>
<tr>
<td>CB7 Improper/No unit testing</td>
<td>05</td>
<td>23</td>
<td>0.806</td>
<td>1</td>
</tr>
<tr>
<td>CB8 Wrong COTS/OTS Product selection and customization</td>
<td>11</td>
<td>16</td>
<td>6.037</td>
<td>1</td>
</tr>
<tr>
<td>CB9 Lack of Resources, Knowledge and Skills</td>
<td>05</td>
<td>21</td>
<td>0.431</td>
<td>1</td>
</tr>
<tr>
<td>CB10 Lack of proper Component Interfaces</td>
<td>08</td>
<td>18</td>
<td>0.958</td>
<td>1</td>
</tr>
</tbody>
</table>

The values which have statistical significance difference (p<0.05) have been highlighted as bold.

5. Limitations
Some of the papers that we have used for data extraction have not explicitly mentioned that why they
consider a factor to be a challenge which may be threat to internal validity. Similarly we may have also
missed some relevant papers in the libraries that we have not searched. Some of the studies were case
studies and self-experience reports which may be a threat to external validity.

6. Conclusion and Future Work
A total of 16 barriers in software integration have been found in this SLR study, which may hurdle the
software integration phase in GSD environment. Among these, 10 barriers have been ranked as critical
barriers based on the 30% criteria used by many researchers in the literature [23]-[25]. We also analyzed
the barriers on the basis of two decades and found that the intensity of the barriers “Lack of
Communication”, “Lack of Proper Documentation”, “Improper/No unit testing”, and “Lack of Resources,
Knowledge and Skills” has been increased in the second decade due to the wide spread use of GSD.
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